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Abstract

DirectX 10 has many new features that can be used for real-time rendering, to simplify existing techniques and introduce new ones. The application described here shows how to use most of the new features in DirectX 10 to efficiently render a simple animated scene. This scene is synthetic and is designed not to show one effect or technique, but to show several features, not emphasizing any one. Though this scene is quite simple and could be rendered using previous APIs, the goal is to show how such a scene can be rendered using DirectX 10, and to provide sample use cases for the major features in DirectX 10.
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Motivation

The application is intended as an illustration of DirectX 10. So it uses as many DirectX 10 features as possible, combined to render a single scene.

It is not suggested that the final visual appearance of the demo would be directly useful in games or other applications; it is very abstract and synthetic. But the techniques, such as cube-map shadow maps, are certainly useful. This sample can be used as an initial DirectX 10 application when embarking on a new project.
How DX10FeatureDemo Works

Instancing is used to render two torus knots, each with its own transformation matrices. The SV_InstanceID is used to select a diffuse texture and a height map from texture arrays.

The torus knots are generated on the fly in the vertex shader. The SV_VertexID is used to calculate parameters for the torus knot equation, which – along with its second derivative – is used to obtain a point on the torus knot surface and a normal to this surface at a given point. Vertex texture fetches from a height map are used to displace the obtained point along its normal.

The surrounding background box is rendered using multi-indexing because different faces which share edges do not share texture coordinates. Two buffers are bound as shader resources – one contains an array of vertices and another contains an array of texture coordinates, and each vertex in the vertex buffer contains a pair of integer values, which are indices into the previously bound buffers. A Load instruction is used to fetch from these buffers.

The dynamic height map on the box faces is generated in the pixel shader in real-time using 3D Perlin noise. A slice of 3D noise is mapped on each box face, using SV_PrimitiveID to find which face we are rendering and to select the corresponding slice. A value obtained by summing a set of noise frequencies is used as a height value for a given pixel. ddx and ddy instructions are used to quickly calculate a normal to the surface at a given point.

Shadowmaps are used to generate shadows on the faces of the box. Shadowmaps are rendered to a cube map in a single pass using the geometry shader. The geometry shader takes a single triangle as input, and returns six triangles as an output. Each output triangle is transformed with an appropriate transformation matrix and assigned to one of the six render targets. Each render target corresponds to one cube map face.
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